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# Рефлексия

Рефлексия представляет собой процесс выявления типов во время выполнения приложения. Каждое приложение содержит набор используемых классов, интерфейсов, а также их методов, свойств и прочих кирпичиков, из которых складывается приложение. И рефлексия как раз и позволяет определить все эти составные элементы приложения. Одними из самых простых способов получить информацию об объекте - это использование оператора typeof и метода GetType.

# GetType, typeof

Операцияtypeof**,** примененная к своему аргументу, возвращает его тип. В роли аргумента может выступать имя класса, как встроенного, так и созданного пользователем. Возвращаемый операцией результат имеет типType**.** К экземпляру класса применять операцию нельзя, но, зато, для экземпляра можно вызвать методGetType**,** наследуемый всеми классами, и получить тот же результат, что даетtypeof с именем данного класса. GetType и typeof на первый взгляд могут показаться бесполезными. Но с помощью них можно получить информацию о внутренней структуре класса, это еще называется рефлексией. Нам же typeof понадобиться для передачи информации о наших объектах в методы сериализации и десериализации XML данных.

|  |
| --- |
| using System;  namespace GetType\_typeof  {  class Program  {  static void Main()  {  // Используется для получения объекта System.Type для типа.  // Выражение typeof принимает следующую форму:  System.Type type = typeof(int);  // Для получения типа выражения во время выполнения можно  // воспользоваться методом платформы.NET GetType, как показано в следующем примере:  int i = 0;  System.Type type2 = i.GetType();  }  }  } |

Еще пример использование рефлексии(“самопознания”):

|  |
| --- |
| using System;  using System.Reflection;  class Program  {  static PropertyInfo GetPropertyInfo(object obj,string str)  {  return obj.GetType().GetProperty(str);  }  static void Main(string[] args)  {  DateTime dateTime = new DateTime();  //dateTime.DayOfWeek  Console.WriteLine(GetPropertyInfo(dateTime, "DayOfWeek").CanRead);  Console.WriteLine(GetPropertyInfo(dateTime, "DayOfWeek").CanWrite);  Console.WriteLine(GetPropertyInfo(dateTime, "DayOfWeek").GetValue(dateTime));  Console.ReadKey();  }  } |

# Что такое XML?

XML очень похож на HTML. Но XML был создан для описания данных с прицелом на то, что представляют собой данные. HTML был создан для отображения данных с прицелом на то, как выглядят отображаемые данные.

* XML расшифровывается как Расширяемый язык разметки (EXtensible Markup Language);
* XML — это язык разметки, похожий на HTML;
* XML был создан для описания данных;
* Теги XML не предопределены. Вы можете использовать свои теги.

Пример HTML файла:

|  |
| --- |
| <!DOCTYPE HTML>  <html>  <head>  <meta charset="UTF-8">  <title>Sample</title>  <link rel="stylesheet" href="style.css">  </head>  <body>  <div id="header">  <a href="#">Главная</a><span>/</span>  <a href="puzzles.html">Загадки</a><span>/</span>  <a href="quess.html">Угадайка</a><span>/</span>  <a href="03\_script\_mult.html">Угадайка мультиплеер</a><span>/</span>  </div> </body>  </html> |

Пример XML файла:

|  |
| --- |
| <?xml version="1.0"?>  <ArrayOfQuestion xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:xsd="http://www.w3.org/2001/XMLSchema">  <Question>  <text>В Японии ученики на доске пишут кисточкой с цветными чернилами?</text>  <trueFalse>true</trueFalse>  </Question>  <Question>  <text>В Австралии практикуется применение одноразовых школьных досок? </text>  <trueFalse>false</trueFalse>  </Question>  <Question>  <text>Авторучка была изобретена еще в Древнем Египте?</text>  <trueFalse>true</trueFalse>  </Question>  </ArrayOfQuestion> |

# Сериализация и десериализация

Термин сериализация описывает процесс сохранения состояния объекта в потоке (например, файловом потоке). Последовательность сохраняемых данных содержит всю информацию, необходимую для реконструкции (или десериализации) состояния объекта с целью последующего использования. Применяя эту технологию, очень просто сохранять большие объемы данных с минимальными усилиями. Давайте рассмотрим этот процесс на примере сериализации созданого нами класса в формат XML файла. Класс, объекты которого подлежат сериализации и десериализации, снабжается атрибутом Serializable. Этот класс должен быть публичным, иначе методы, которые реализуют работу по сериализации и десериализации, не смогут получить к нему доступ.

|  |
| --- |
| [Serializable]  public class Student  {  // Чтобы поля можно было сериализовать, они должны быть открытыми  public string firstName;  public string lastName;  // Если поле не открыто, оно не будет сериализоваться  int age;  // Если мы не хотим нарушать принцип инкапсуляции,  // но хотим сериализовать поле, то должны реализовать  // доступ к нему через публичное свойство  public int Age  {  get { return age; }  set { age = value; }  }  // Для сериализации должен быть создан конструктор без параметров.  // Если конструктор по умолчанию не создан, он создается автоматически.  } |

Теперь класс для работы с сериализованным классом:

|  |
| --- |
| using System;  using System.IO;  using System.Xml.Serialization;  // Класс XmlSerializer требует, чтобы все сериализированные типы  // поддерживали стандартный(без типов) конструктор (поэтому не забудьте его добавить, если определяли специальные конструкторы). Если этого не сделать, во время выполнения сгенерируется исключение InvalidOperationException.  namespace XMLSerializer  {  [Serializable]  public class Student  {  // Чтобы поля можно было сериализовать, они должны быть открытыми  public string firstName;  public string lastName;  // Если поле не открыто оно не будет сериализоваться  int age;  // Если мы хотим не нарушать принцип инкапсуляции, но хотим сериализовать поле, то должны реализовать доступ к нему через публичное свойство  public int Age  {  get { return age; }  set { if (value > 0) age = value; }  }  // Если конструктор по умолчанию не создан, он создается автоматически  }  class Program  {  static void SaveAsXmlFormat(Student obj, string fileName)  {  // Сохранить объект класса Student в файле fileName в формате XML  // typeof(Student) передает в XmlSerializer данные о классе.  // Внутри метода Serialize происходит довольна большая работа по постройке  // графа зависимостей для последующего создания xml файла.  // Процесс получения данных о структуре объекта называется рефлексией.  XmlSerializer xmlFormat = new XmlSerializer(typeof(Student));  // Создаем файловый поток(проще говоря, создаем файл)  Stream fStream = new FileStream(fileName, FileMode.Create, FileAccess.Write);  // В этот поток записываем сериализованные данные(записываем xml файл)  xmlFormat.Serialize(fStream, obj);  fStream.Close();  }  static Student LoadFromXmlFormat(string fileName)  {  Student obj=new Student();  // Считать объект Student из файла fileName формата XML  XmlSerializer xmlFormat = new XmlSerializer(typeof(Student));  Stream fStream = new FileStream(fileName,FileMode.Open, FileAccess.Read);  obj=(xmlFormat.Deserialize(fStream) as Student);  fStream.Close();  return obj;  }  static void Main(string[] args)  {  Student student = new Student();  // student.Age = 20;  // student.firstName = "Иван";  // student.lastName = "Иванов";  // SaveAsXmlFormat(student, "data.xml");  student=LoadFromXmlFormat("data.xml");  Console.WriteLine("{0} {1} {2}",student.firstName,student.lastName,student.Age);  Console.ReadKey();  }  }  } |

Надеюсь, как происходит сериализация одного объекта более-менее понятно. Сериализовать массив или коллекцию не на много сложнее.

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.IO;  using System.Xml.Serialization;  namespace XMLSerializer\_List  {  [Serializable]  public class Student  {  // Чтобы поля можно было сериализовать, они должны быть открытыми  public string firstName;  public string lastName;  // Если поле не открыто, оно не будет сериализоваться  int age;  // Если мы хотим не нарушать принцип инкапсуляции, но хотим сериализовать поле, то должны реализовать доступ к нему через публичное свойство  public int Age  {  get { return age; }  set { if (value > 0) age = value; }  }  // Если есть отличный от конструктора по умолчанию конструктор, то пустой конструктор автоматически не создается...  public Student(string firstName, string lastName, int age)  {  this.firstName = firstName;  this.lastName = lastName;  this.age = age;  }  //...в этом случае для сериализации требуется самим создать пустой конструктор  public Student()  {  }  }  class Program  {  static void SaveAsXmlFormat(List<Student> obj, string fileName)  {  // Сериализовать список объектов не представляется большой проблемой  // Дело в том, что все объекты в C# наследуются от класса Object,  // который представляет собой дерево объектов  // подробней читайте Эндрю Троелсен Язык программирования C# 5.0  XmlSerializer xmlFormat = new XmlSerializer(typeof(List<Student>));  // Создаем файловый поток (проще говоря, создаем файл)  Stream fStream = new FileStream(fileName, FileMode.Create, FileAccess.Write);  // В этот поток записываем сериализованные данные (записываем xml файл)  xmlFormat.Serialize(fStream, obj);  fStream.Close();  }  static void LoadFromXmlFormat(ref List<Student> obj, string fileName)  {  // Считать класс List<Student> из файла fileName формата XML  // Обратите внимание, что этот пример показывает нам, что List<Student> не более, чем класс, его структура более сложная и для ее понимания потребуется некоторый опыт  XmlSerializer xmlFormat = new XmlSerializer(typeof(List<Student>));  Stream fStream = new FileStream(fileName, FileMode.Open, FileAccess.Read);  obj = (List<Student>)xmlFormat.Deserialize(fStream);  fStream.Close();  }  static void Main(string[] args)  {  List<Student> list = new List<Student>();  list.Add(new Student("Иван", "Иванов", 20));  list.Add(new Student("Петр", "Петров", 21));  SaveAsXmlFormat(list, "data.xml");  LoadFromXmlFormat(ref list, "data.xml");  foreach(var v in list)  {  Console.WriteLine("{0} {1} {2}",v.firstName, v.lastName, v.Age);  }  Console.ReadKey();  }  }  } |

Запустите приложение и найдите файлы xml, которые получились при сериализации объектов.

# Создаем Windows Forms приложение “Редактор вопросов для игры “Верю-Не верю”

В качестве демонстрации возможностей нашего класса создадим приложение, которое позволит продемонстрировать возможности Windows Forms, а также позволит создать игру “Верю-Не верю”.

Смысл игры довольно простой. Компьютер выдает нам информацию, а мы соглашаемся или не соглашаемся с этой информацией. Найдите в интернете вопросы для игры или придумайте сами. Это можно сделать позже.

Работа будет состоять из двух частей. В первой части нам нужно создать классы для работы с данными. Во второй создать Windows приложение, которое позволит пользователю создавать базу данных вопросов.

## Классы для работы с данными

Запустите Visual Studio. Создайте проект Windows Forms и назовите его BelieveOrNotBelieve. Для начала разработаем класс для работы с XML. Добавьте класс TrueFalse в проект со следующим содержимым:

|  |
| --- |
| using System;  using System.Collections.Generic;  using System.IO;  using System.Xml.Serialization;  namespace BelieveOrNotBelieve  {  // Класс для вопроса  [Serializable]  public class Question  {  public string text;//Текст вопроса  public bool trueFalse;//Правда или нет  // Здесь мы нарушаем правила инкапсуляции и эти поля нужно было бы реализовать через открытые свойства, но для упрощения примера оставим так  // Вам же предлагается сделать поля закрытыми и реализовать открытые свойства Text и TrueFalse  // Для сериализации должен быть пустой конструктор.  public Question()  {  }  public Question(string text, bool trueFalse)  {  this.text = text;  this.trueFalse = trueFalse;  }  }  // Класс для хранения списка вопросов. А так же для сериализации в XML и десериализации из XML  class TrueFalse  {  string fileName;  List<Question> list;  public string FileName  {  set { fileName = value; }  }  public TrueFalse(string fileName)  {  this.fileName = fileName;  list = new List<Question>();  }  public void Add(string text, bool trueFalse)  {  list.Add(new Question(text, trueFalse));  }  public void Remove(int index)  {  if (list != null && index<list.Count && index>=0) list.RemoveAt(index);  }  // Индексатор - свойство для доступа к закрытому объекту  public Question this[int index]  {  get { return list[index]; }  }  public void Save()  {  XmlSerializer xmlFormat = new XmlSerializer(typeof(List<Question>));  Stream fStream = new FileStream(fileName, FileMode.Create, FileAccess.Write);  xmlFormat.Serialize(fStream, list);  fStream.Close();  }  public void Load()  {  XmlSerializer xmlFormat = new XmlSerializer(typeof(List<Question>));  Stream fStream = new FileStream(fileName, FileMode.Open, FileAccess.Read);  list = (List<Question>)xmlFormat.Deserialize(fStream);  fStream.Close();  }  public int Count  {  get { return list.Count; }  }  }  } |

## 

## Приложение Windows Forms

После того, как класс по работе с данными создан, выберите форму и добавьте на нее элементы как показано на рисунке.

![](data:image/png;base64,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)

Белое поле, занимающее больше всего места, это элемент TextBox. Переименуйте элементы, и создайте обработчики событий. Опишите в классе Form1 объект database класса TrueFalse.

В итоге у вас должно получиться следующее:

|  |
| --- |
| using System;  using System.Windows.Forms;  namespace BelieveOrNotBelieve  {  public partial class Form1 : Form  {  // База данных с вопросами  TrueFalse database;  public Form1()  {  InitializeComponent();  }  // Обработчик пункта меню Exit  private void miExit\_Click(object sender, EventArgs e)  {  this.Close();  }  // Обработчик пункта меню New  private void miNew\_Click(object sender, EventArgs e)  {  SaveFileDialog sfd = new SaveFileDialog();  if (sfd.ShowDialog() == DialogResult.OK)  {  database = new TrueFalse(sfd.FileName);  database.Add("123", true);  database.Save();  nudNumber.Minimum = 1;  nudNumber.Maximum = 1;  nudNumber.Value = 1;  };  }  // Обработчик события изменения значения numericUpDown  private void nudNumber\_ValueChanged(object sender, EventArgs e)  {  tboxQuestion.Text = database[(int)nudNumber.Value - 1].text;  cboxTrue.Checked = database[(int)nudNumber.Value - 1].trueFalse;  }  // Обработчик кнопки Добавить  private void btnAdd\_Click(object sender, EventArgs e)  {  if (database==null)  {  MessageBox.Show("Создайте новую базу данных","Сообщение");  return;  }  database.Add((database.Count+1).ToString(), true);  nudNumber.Maximum = database.Count;  nudNumber.Value = database.Count;  }  // Обработчик кнопки Удалить  private void btnDelete\_Click(object sender, EventArgs e)  {  if (nudNumber.Maximum == 1 || database==null) return;  database.Remove((int)nudNumber.Value);  nudNumber.Maximum--;  if (nudNumber.Value>1) nudNumber.Value = nudNumber.Value;  }  // Обработчик пункта меню Save  private void miSave\_Click(object sender, EventArgs e)  {  if (database!= null) database.Save();  else MessageBox.Show("База данных не создана");  }  // Обработчик пункта меню Open  private void miOpen\_Click(object sender, EventArgs e)  {  OpenFileDialog ofd = new OpenFileDialog();  if (ofd.ShowDialog()==DialogResult.OK)  {  database = new TrueFalse(ofd.FileName);  database.Load();  nudNumber.Minimum = 1;  nudNumber.Maximum = database.Count;  nudNumber.Value = 1;  }  }  // Обработчик кнопки Сохранить (вопрос)  private void btnSaveQuest\_Click(object sender, EventArgs e)  {  database[(int)nudNumber.Value-1].text = tboxQuestion.Text;  database[(int)nudNumber.Value - 1].trueFalse = cboxTrue.Checked;  }  }  } |

Запустите приложение. Убедитесь, что кнопки работают. Проверьте, что вопросы добавляются, сохраняются и загружаются.

# Дополнительные материалы

1. [typeof (справочник по C#)](https://msdn.microsoft.com/ru-ru/library/58918ffs.aspx) - посмотреть, что такое рефлексия.

# Домашнее задание

1. а) Создайте приложение показанное на уроке;  
   б) изменить интерфейс программы, увеличив шрифт, поменяв цвет элементов, и добавив другие косметические улучшения на свое усмотрение;  
   в) Добавить в приложение меню “О программе” с информацией о программе (автор, версия, авторские права и др.);  
   г) Добавить в приложение сообщение с предупреждением при попытке удалить вопрос;  
   д) Добавить пункт меню Save As в котором можно выбрать имя для сохранения базы данных (элемент SaveFileDialog);
2. \*Используя полученные знания и класс TrueFalse, разработать игру “Верю-Не верю”
3. \*\*Написать программу-преобразователь из CSV в XML-файл с информацией о студентах (6 урок).
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